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Data Requirements:

* You can pick any data you want as long as it is a **classification** problem and has **at least 500 observations**.
* The data is related with direct marketing campaigns of a Portuguese banking institution. The marketing campaigns were based on phone calls. Often, more than one contact to the same client was required, in order to access if the product (bank term deposit) would be (‘yes’) or not (‘no’) subscribed.
* There are two datasets:
  1. bank-additional-full.csv with all examples (41188) and 20 inputs, ordered by date (from May 2008 to November 2010), very close to the data analyzed in
  2. bank-additional.csv with 10% of the examples (4119), randomly selected from 1), and 20 inputs.
* We have chosen to work on a sample of our data which comprises of approximately 4200 observations. as it was computationally expensive to work on models like SVM testing because the full dataset had approximately 42000 observations
* There are 9 numeric columns and 11 categorical columns excluding the target variable y.
* **bank client data has personal details and it has details whether they took any loans and have they defaulted on any loan.**

# bank client data:

* 1 - age (numeric)  
  2 - job : type of job (categorical: ‘admin.’,‘blue-collar’,‘entrepreneur’,‘housemaid’,‘management’,‘retired’,‘self-employed’,‘services’,‘student’,‘technician’,‘unemployed’,‘unknown’)  
  3 - marital : marital status (categorical: ‘divorced’,‘married’,‘single’,‘unknown’; note: ‘divorced’ means divorced or widowed)  
  4 - education (categorical: ‘basic.4y’,‘basic.6y’,‘basic.9y’,‘high.school’,‘illiterate’,‘professional.course’,‘university.degree’,‘unknown’)  
  5 - default: has credit in default? (categorical: ‘no’,‘yes’,‘unknown’)  
  6 - housing: has housing loan? (categorical: ‘no’,‘yes’,‘unknown’)  
  7 - loan: has personal loan? (categorical: ‘no’,‘yes’,‘unknown’)
* **last contact of current campaign has details when and how the bank has contacted the clients as part of the marketing campaign.**

# related with the last contact of the current campaign:

* 8 - contact: contact communication type (categorical: ‘cellular’,‘telephone’)  
  9 - month: last contact month of year (categorical: ‘jan’, ‘feb’, ‘mar’, …, ‘nov’, ‘dec’)  
  10 - day\_of\_week: last contact day of the week (categorical: ‘mon’,‘tue’,‘wed’,‘thu’,‘fri’)  
  11 - duration: last contact duration, in seconds (numeric). Important note: this attribute highly affects the output target (e.g., if duration=0 then y=‘no’). Yet, the duration is not known before a call is performed. Also, after the end of the call y is obviously known. Thus, this input should only be included for benchmark purposes and should be discarded if the intention is to have a realistic predictive model.
* **other attributes talk about history of the past contacts to the clients.**

# other attributes:

* 12 - campaign: number of contacts performed during this campaign and for this client (numeric, includes last contact)  
  13 - pdays: number of days that passed by after the client was last contacted from a previous campaign (numeric; 999 means client was not previously contacted)  
  14 - previous: number of contacts performed before this campaign and for this client (numeric)  
  15 - poutcome: outcome of the previous marketing campaign (categorical: ‘failure’,‘nonexistent’,‘success’)
* **social and economic attributes talk about banks personal details on quarterly level. and we have our binary target variable y which says whether the client has subscribed to the term deposit or not.**

# social and economic context attributes

* 16 - emp.var.rate: employment variation rate - quarterly indicator (numeric)  
  17 - cons.price.idx: consumer price index - monthly indicator (numeric)  
  18 - cons.conf.idx: consumer confidence index - monthly indicator (numeric)  
  19 - euribor3m: euribor 3 month rate - daily indicator (numeric)  
  20 - nr.employed: number of employees - quarterly indicator (numeric)
* Output variable (desired target):  
  21 - y - has the client subscribed a term deposit? (binary: ‘yes’,‘no’)
* Relevant Information about dataset:
* This dataset is based on “Bank Marketing” UCI dataset (please check the description at: <http://archive.ics.uci.edu/ml/datasets/Bank+Marketing>). The data is enriched by the addition of five new social and economic features/attributes (national wide indicators from a ~10M population country), published by the Banco de Portugal and publicly available at: <https://www.bportugal.pt/estatisticasweb>. This dataset is almost identical to the one used in
* (it does not include all attributes due to privacy concerns). Using the rminer package and R tool (<http://cran.r-project.org/web/packages/rminer/>), we found that the addition of the five new social and economic attributes (made available here) lead to substantial improvement in the prediction of a success, even when the duration of the call is not included. Note: the file can be read in R using: d=read.table(“bank-additional-full.csv”,header=TRUE,sep=“;”)
* Read your data in R and call it df. For the rest of this document y refers to the variable you are predicting

df = df = read.csv("C:/Users/siddh/OneDrive/Desktop/Term 3/Stat Learning/Final Project/bank-additional.csv", header = TRUE, sep = ";")  
  
head(df)

## age job marital education default housing loan contact  
## 1 30 blue-collar married basic.9y no yes no cellular  
## 2 39 services single high.school no no no telephone  
## 3 25 services married high.school no yes no telephone  
## 4 38 services married basic.9y no unknown unknown telephone  
## 5 47 admin. married university.degree no yes no cellular  
## 6 32 services single university.degree no no no cellular  
## month day\_of\_week duration campaign pdays previous poutcome emp.var.rate  
## 1 may fri 487 2 999 0 nonexistent -1.8  
## 2 may fri 346 4 999 0 nonexistent 1.1  
## 3 jun wed 227 1 999 0 nonexistent 1.4  
## 4 jun fri 17 3 999 0 nonexistent 1.4  
## 5 nov mon 58 1 999 0 nonexistent -0.1  
## 6 sep thu 128 3 999 2 failure -1.1  
## cons.price.idx cons.conf.idx euribor3m nr.employed y  
## 1 92.893 -46.2 1.313 5099.1 no  
## 2 93.994 -36.4 4.855 5191.0 no  
## 3 94.465 -41.8 4.962 5228.1 no  
## 4 94.465 -41.8 4.959 5228.1 no  
## 5 93.200 -42.0 4.191 5195.8 no  
## 6 94.199 -37.5 0.884 4963.6 no

summary(df)

## age job marital education   
## Min. :18.00 Length:4119 Length:4119 Length:4119   
## 1st Qu.:32.00 Class :character Class :character Class :character   
## Median :38.00 Mode :character Mode :character Mode :character   
## Mean :40.11   
## 3rd Qu.:47.00   
## Max. :88.00   
## default housing loan contact   
## Length:4119 Length:4119 Length:4119 Length:4119   
## Class :character Class :character Class :character Class :character   
## Mode :character Mode :character Mode :character Mode :character   
##   
##   
##   
## month day\_of\_week duration campaign   
## Length:4119 Length:4119 Min. : 0.0 Min. : 1.000   
## Class :character Class :character 1st Qu.: 103.0 1st Qu.: 1.000   
## Mode :character Mode :character Median : 181.0 Median : 2.000   
## Mean : 256.8 Mean : 2.537   
## 3rd Qu.: 317.0 3rd Qu.: 3.000   
## Max. :3643.0 Max. :35.000   
## pdays previous poutcome emp.var.rate   
## Min. : 0.0 Min. :0.0000 Length:4119 Min. :-3.40000   
## 1st Qu.:999.0 1st Qu.:0.0000 Class :character 1st Qu.:-1.80000   
## Median :999.0 Median :0.0000 Mode :character Median : 1.10000   
## Mean :960.4 Mean :0.1903 Mean : 0.08497   
## 3rd Qu.:999.0 3rd Qu.:0.0000 3rd Qu.: 1.40000   
## Max. :999.0 Max. :6.0000 Max. : 1.40000   
## cons.price.idx cons.conf.idx euribor3m nr.employed   
## Min. :92.20 Min. :-50.8 Min. :0.635 Min. :4964   
## 1st Qu.:93.08 1st Qu.:-42.7 1st Qu.:1.334 1st Qu.:5099   
## Median :93.75 Median :-41.8 Median :4.857 Median :5191   
## Mean :93.58 Mean :-40.5 Mean :3.621 Mean :5166   
## 3rd Qu.:93.99 3rd Qu.:-36.4 3rd Qu.:4.961 3rd Qu.:5228   
## Max. :94.77 Max. :-26.9 Max. :5.045 Max. :5228   
## y   
## Length:4119   
## Class :character   
## Mode :character   
##   
##   
##

The grading rubric can be found below:

|  | R code | Decision/Why | Communication of findings |
| --- | --- | --- | --- |
| Percentage of Assigned Points | 30% | 35% | 35% |

* **Decision/why?**: Explain your reasoning behind your choice of the procedure, set of variables and such for the question.
  + Explain why you use the procedure/model/variable
  + To exceed this criterion, describe steps taken to implement the procedure in a non technical way.
* **Communication of your findings**: Explain your results in terms of training, testing, and prediction of the variable Y
  + Explain why you think one model is better than the other.
  + To exceed this criterion, explain your model and how it predicts y in a non technical way.

Part 1: Exploratory Data Analysis (20 points)

1. Check for existence of NA’s (missing data), if necessary, impute the missing data.

any(is.na(df))

## [1] FALSE

There arent any missing in the dataset as shown by the output above. The source file provided was easily interpretable for performing EDA and applying regression techniques.

1. **If necessary, classify all categorical variables except the one you are predicting as factors. Calculate the summary statistics of the entire data set.**

categorical\_columns <- sapply(df, is.character)  
categorical\_columns["y"] <- FALSE   
df[categorical\_columns] <- lapply(df[categorical\_columns], as.factor)  
  
summary(df)

## age job marital education   
## Min. :18.00 admin. :1012 divorced: 446 university.degree :1264   
## 1st Qu.:32.00 blue-collar: 884 married :2509 high.school : 921   
## Median :38.00 technician : 691 single :1153 basic.9y : 574   
## Mean :40.11 services : 393 unknown : 11 professional.course: 535   
## 3rd Qu.:47.00 management : 324 basic.4y : 429   
## Max. :88.00 retired : 166 basic.6y : 228   
## (Other) : 649 (Other) : 168   
## default housing loan contact month   
## no :3315 no :1839 no :3349 cellular :2652 may :1378   
## unknown: 803 unknown: 105 unknown: 105 telephone:1467 jul : 711   
## yes : 1 yes :2175 yes : 665 aug : 636   
## jun : 530   
## nov : 446   
## apr : 215   
## (Other): 203   
## day\_of\_week duration campaign pdays previous   
## fri:768 Min. : 0.0 Min. : 1.000 Min. : 0.0 Min. :0.0000   
## mon:855 1st Qu.: 103.0 1st Qu.: 1.000 1st Qu.:999.0 1st Qu.:0.0000   
## thu:860 Median : 181.0 Median : 2.000 Median :999.0 Median :0.0000   
## tue:841 Mean : 256.8 Mean : 2.537 Mean :960.4 Mean :0.1903   
## wed:795 3rd Qu.: 317.0 3rd Qu.: 3.000 3rd Qu.:999.0 3rd Qu.:0.0000   
## Max. :3643.0 Max. :35.000 Max. :999.0 Max. :6.0000   
##   
## poutcome emp.var.rate cons.price.idx cons.conf.idx   
## failure : 454 Min. :-3.40000 Min. :92.20 Min. :-50.8   
## nonexistent:3523 1st Qu.:-1.80000 1st Qu.:93.08 1st Qu.:-42.7   
## success : 142 Median : 1.10000 Median :93.75 Median :-41.8   
## Mean : 0.08497 Mean :93.58 Mean :-40.5   
## 3rd Qu.: 1.40000 3rd Qu.:93.99 3rd Qu.:-36.4   
## Max. : 1.40000 Max. :94.77 Max. :-26.9   
##   
## euribor3m nr.employed y   
## Min. :0.635 Min. :4964 Length:4119   
## 1st Qu.:1.334 1st Qu.:5099 Class :character   
## Median :4.857 Median :5191 Mode :character   
## Mean :3.621 Mean :5166   
## 3rd Qu.:4.961 3rd Qu.:5228   
## Max. :5.045 Max. :5228   
##

performed factoring on all the categorical variables. It helped us visualize the levels and the counts of each level for each categorical variable in the dataframe.

1. **For the numerical variables, plot box plots based on values of y. Do you see a difference between the box plots for any of the variables you choose?**

library(ggplot2)

## Warning: package 'ggplot2' was built under R version 4.3.2

library(dplyr)

## Warning: package 'dplyr' was built under R version 4.3.2

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

library(tidyr)

## Warning: package 'tidyr' was built under R version 4.3.2

# Marking y as factor  
df$y <- as.factor(df$y)  
  
# Selecting only numeric variables from df  
num\_vars <- df %>% select\_if(is.numeric)  
  
# Convert the data to long format using pivot\_longer  
long\_data <- pivot\_longer(  
 data = num\_vars,  
 cols = everything(),  
 names\_to = "variable",  
 values\_to = "value"  
)  
  
# Plotting Long data  
ggplot(long\_data, aes(x = variable, y = value, fill = variable)) +  
 geom\_boxplot() +  
 facet\_wrap(~variable, scales = "free\_y") +  
 theme\_minimal() +  
 theme(  
 axis.text.x = element\_blank(),   
 strip.background = element\_blank(),   
 strip.text.x = element\_text(size = 10)   
 ) +  
 labs(title = "Combined Box plot of Numerical Variables by y", y = "Values")
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This image represents box plots for all the numerical variables present in the dataset. Its interesting to observe the variables “campaign”, “duration” and “previous” are the ones which have been suggested to be removed by Lasso down further in the analysis.

1. **For the categorical variables, plot bar charts for the different values of y. Do you see a difference between plots for any of the variables you choose?**

library(ggplot2)  
  
categorical\_variables <- names(df)[sapply(df, is.factor) & names(df) != 'y']  
  
for (variable in categorical\_variables) {  
 p <- ggplot(df, aes\_string(x = variable, fill = 'y')) +  
 geom\_bar(position = "fill") +  
 scale\_y\_continuous(labels = scales::percent) +  
 labs(title = paste("Bar chart of", variable, "by y"), x = variable, y = "Percentage") +  
 theme\_minimal() +  
 theme(axis.text.x = element\_text(angle = 45, hjust = 1))  
  
 print(p)  
}

## Warning: `aes\_string()` was deprecated in ggplot2 3.0.0.  
## ℹ Please use tidy evaluation idioms with `aes()`.  
## ℹ See also `vignette("ggplot2-in-packages")` for more information.  
## This warning is displayed once every 8 hours.  
## Call `lifecycle::last\_lifecycle\_warnings()` to see where this warning was  
## generated.

![](data:image/png;base64,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)![](data:image/png;base64,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)![](data:image/png;base64,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)![](data:image/png;base64,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)![](data:image/png;base64,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)![](data:image/png;base64,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)![](data:image/png;base64,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)![](data:image/png;base64,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)![](data:image/png;base64,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)![](data:image/png;base64,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)

We have provided individual histograms for every categorical variable in the dataset. Apart from “job”, “month” and “poutcome” the rest of the variables almost showed relatively similar number of observations across all its levels.

**Test/training separation: Separate your data into 80% training and 20% testing data. Do not forget to set seed. Please use the same separation for the whole assignment, as it is needed to be able to compare the models.**

library(caret)

## Warning: package 'caret' was built under R version 4.3.2

## Loading required package: lattice

set.seed(45)  
df$y = as.factor(df$y)  
index = createDataPartition(df$y, p=.80, list = FALSE)  
train=df[index,]  
test=df[-index,]  
  
c(nrow(df), nrow(train), nrow(test))

## [1] 4119 3296 823

performed stratified sampling based on the target variable as its imperative to use equal proportions of levels in testing and training data.

Part 2: Logistic Regression or LDA (15 points)

1. **Develop a classification model where the variable y is the dependent variable using the Logistic Regression or LDA, rest of the variables, and your training data set.**

library(caret)  
library(MASS)

##   
## Attaching package: 'MASS'

## The following object is masked from 'package:dplyr':  
##   
## select

#install.packages("pROC")  
library(pROC)

## Warning: package 'pROC' was built under R version 4.3.2

## Type 'citation("pROC")' for a citation.

##   
## Attaching package: 'pROC'

## The following objects are masked from 'package:stats':  
##   
## cov, smooth, var

# Logistic Regression  
set.seed(45)  
logistic\_fit <- glm(y ~ ., data = train, family = "binomial")  
  
# Linear Discriminant Analysis  
set.seed(45)  
lda\_fit=lda(y~., data=train)

## Warning in lda.default(x, grouping, ...): variables are collinear

# To compare models using ROC curve and AUC:  
#For Logistic model  
logistic\_preds <- predict(logistic\_fit, newdata = test, type = "response")  
logistic\_res <- roc(response = test$y, predictor = logistic\_preds)

## Setting levels: control = no, case = yes

## Setting direction: controls < cases

# For LDA model  
lda\_preds <- predict(lda\_fit, newdata = test)$posterior[, "yes"]  
lda\_res <- roc(response = test$y, predictor = lda\_preds)

## Setting levels: control = no, case = yes  
## Setting direction: controls < cases

cat("AUC for Logistic Regression:", auc(logistic\_res), "\n")

## AUC for Logistic Regression: 0.9211915

cat("AUC for LDA:", auc(lda\_res), "\n")

## AUC for LDA: 0.9230863

approximately both logistic and LDA have same AUC. so we are choosing with logistic regression because LDA makes more assumptions about the underlying data so its not robust to outliers, whereas logistic regression is the more flexible and more robust method in case of violations of these assumptions.

library(glmnet)

## Warning: package 'glmnet' was built under R version 4.3.2

## Loading required package: Matrix

## Warning: package 'Matrix' was built under R version 4.3.2

##   
## Attaching package: 'Matrix'

## The following objects are masked from 'package:tidyr':  
##   
## expand, pack, unpack

## Loaded glmnet 4.1-8

x <- model.matrix(y ~ . - 1, data=train) # '-1' to exclude the intercept  
y <- as.numeric(train$y) - 1 # Convert factor to numeric (0 and 1)  
  
set.seed(45) # For reproducibility  
cv\_lasso <- cv.glmnet(x, y, family="binomial", alpha=1)  
  
# Optimal lambda  
opt\_lambda\_lasso <- cv\_lasso$lambda.min  
  
lasso\_coefs <- coef(cv\_lasso, s = "lambda.min")  
  
print(lasso\_coefs)

## 55 x 1 sparse Matrix of class "dgCMatrix"  
## s1  
## (Intercept) 50.6585245160  
## age .   
## jobadmin. .   
## jobblue-collar .   
## jobentrepreneur -0.4556030044  
## jobhousemaid .   
## jobmanagement -0.1147423311  
## jobretired -0.0492980488  
## jobself-employed -0.0858386403  
## jobservices .   
## jobstudent .   
## jobtechnician 0.2158854419  
## jobunemployed .   
## jobunknown .   
## maritalmarried -0.0134033271  
## maritalsingle 0.0413690231  
## maritalunknown .   
## educationbasic.6y .   
## educationbasic.9y .   
## educationhigh.school .   
## educationilliterate .   
## educationprofessional.course .   
## educationuniversity.degree .   
## educationunknown .   
## defaultunknown .   
## defaultyes .   
## housingunknown -0.0248545509  
## housingyes .   
## loanunknown .   
## loanyes .   
## contacttelephone -0.2487895857  
## monthaug 0.0467547721  
## monthdec 1.2354963752  
## monthjul .   
## monthjun 0.5032635694  
## monthmar 1.5631203142  
## monthmay -0.5560849939  
## monthnov -0.1836799590  
## monthoct .   
## monthsep -0.2552679016  
## day\_of\_weekmon .   
## day\_of\_weekthu .   
## day\_of\_weektue -0.0258929094  
## day\_of\_weekwed .   
## duration 0.0047792850  
## campaign -0.0203305097  
## pdays -0.0008660701  
## previous .   
## poutcomenonexistent 0.2282509012  
## poutcomesuccess 0.9514258360  
## emp.var.rate -0.1554985363  
## cons.price.idx .   
## cons.conf.idx 0.0228007359  
## euribor3m .   
## nr.employed -0.0102910962

Performed LDA and logistic regression, found out there is high multicollinearity, in an effort to identify we have performed Lasso regression to identify such variables which cause multicollinearity as Lasso shrinks all the unnecessary features coefficients to zero making it easy for our modelling and analysis.

#converting target to numeric for train and test  
train$y <- factor(train$y, levels = c("no", "yes"), labels = c("0", "1"))  
  
test$y <- factor(test$y, levels = c("no", "yes"), labels = c("0", "1"))  
  
logistic\_fit2 <- glm(y ~ 0+. -age - education - default - loan - previous - cons.price.idx - euribor3m - duration, data = train, family = "binomial")  
  
logistic\_preds2 <- predict(logistic\_fit2, newdata = test, type = "response")

Noticed the high multicollinearity between the variables such as age , education, default, loan, previous, cons.price.idx, euribor3m and duration since it destabilises the model, we are removing them and recalculating logistic regression in an attempt to extract a meaningful model. Note: We have also removed the feature “duration” because as described in the data source it’s not a variable that would be known before a call is performed so it should not be included in a realistic predictive model. This is the reason why we have excluded duration in our models. and because of that we have seen quite varying results.

1. **Obtain the confusion matrix and compute the testing error rate based on the logistic regression classification.**

# Convert probabilities to class labels based on a threshold  
pred\_labels <- ifelse(logistic\_preds2 > 0.5, 1, 0)  
pred\_labels <- factor(pred\_labels)  
cm <- confusionMatrix(data = pred\_labels, reference = test$y)  
print(cm)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 717 73  
## 1 16 17  
##   
## Accuracy : 0.8919   
## 95% CI : (0.8686, 0.9123)  
## No Information Rate : 0.8906   
## P-Value [Acc > NIR] : 0.4835   
##   
## Kappa : 0.2313   
##   
## Mcnemar's Test P-Value : 2.921e-09   
##   
## Sensitivity : 0.9782   
## Specificity : 0.1889   
## Pos Pred Value : 0.9076   
## Neg Pred Value : 0.5152   
## Prevalence : 0.8906   
## Detection Rate : 0.8712   
## Detection Prevalence : 0.9599   
## Balanced Accuracy : 0.5835   
##   
## 'Positive' Class : 0   
##

#testing error  
print(paste("Logistic testing error", 1-cm$overall[1]))

## [1] "Logistic testing error 0.108140947752126"

1. **Explain your choices and communicate your results.**

The model with updated set of predictors performs well in identifying true positives (high sensitivity) and generally classifies instances correctly with high accuracy. However, it has a considerably lower specificity of mere 18%, indicating a challenge in correctly identifying true negative instances. This can be even more understood by looking at the Neg Prediction Value score which is only 51%. So, Overall this model has moderate performance and it needs improvement in my opinion because of the low specificity score, possibly, due to the imbalanced nature of the dataset (as indicated by the negative prevalence rate).

Part 3: KNN (15 points)

1. Apply a KNN classification to the training data using.

library(class)  
library(caret)  
  
set.seed(45)   
  
# Create a model matrix for the training data  
model\_matrix\_train <- model.matrix(~ 0+. -age - education - default - loan - previous - cons.price.idx - euribor3m - duration, data = train)  
  
# Similarly, for the testing data  
model\_matrix\_test <- model.matrix(~ 0+. -age - education - default - loan - previous - cons.price.idx - euribor3m - duration, data = test)  
  
#choosing best k  
set.seed(45)  
k.grid=1:20  
error=rep(0, length(k.grid))  
  
for (i in seq\_along(k.grid)) {  
 pred = knn(train = scale(model\_matrix\_train),  
 test = scale(model\_matrix\_test),   
 cl = train$y,   
 k = k.grid[i])  
 error[i] = mean(test$y!=pred)  
}  
  
min(error)

## [1] 0.04009721

We have determined the optimal number of neighbors (k) to use in the KNN algorithm by running a loop (for (i in seq\_along(k.grid))) over a range of k values from 1 to 20. For each k calculated the KNN prediction using scaled training data as input and compare these predictions to the actual outcomes in the testing set to calculate the error rate (error = mean(test$y!=pred)). After computing the error rates for each k value, we have identify the minimum error rate using min(error). The k value corresponding to this minimum error rate is considered optimal for KNN

plot(error, type = "b", col = "dodgerblue", cex = 1, pch = 20,   
 xlab = "k, number of neighbors", ylab = "classification error")  
# add line for min error seen  
abline(h = min(error), col = "darkorange", lty = 3)
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before we run the KNN we want to make sure that we have found the best k-value with has the least classification error. based on the results, k=1 has the least error of value 0.04009721. So using that k, we are preparing the KNN based on this.

# Apply KNN  
set.seed(45)   
k <- 1 # Number of neighbors  
knn\_pred <- knn(train = model\_matrix\_train, test = model\_matrix\_test, cl = train$y, k = k)

1. **Obtain the confusion matrix and compute the testing error rate based on the KNN classification.**

# Evaluate the model  
#table(Predicted = knn\_pred, Actual = test$y)  
  
cmk = confusionMatrix(knn\_pred, test$y)  
cmk

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 710 47  
## 1 23 43  
##   
## Accuracy : 0.9149   
## 95% CI : (0.8938, 0.9331)  
## No Information Rate : 0.8906   
## P-Value [Acc > NIR] : 0.012575   
##   
## Kappa : 0.5055   
##   
## Mcnemar's Test P-Value : 0.005977   
##   
## Sensitivity : 0.9686   
## Specificity : 0.4778   
## Pos Pred Value : 0.9379   
## Neg Pred Value : 0.6515   
## Prevalence : 0.8906   
## Detection Rate : 0.8627   
## Detection Prevalence : 0.9198   
## Balanced Accuracy : 0.7232   
##   
## 'Positive' Class : 0   
##

# Calculate and print testing error rate  
error\_rate <- 1 - cmk$overall['Accuracy']  
print(paste("KNN testing error",error\_rate))

## [1] "KNN testing error 0.0850546780072904"

This model now has significant improvement over the previous model by looking at the specificity and balanced accuracy.

1. **Explain your choices and communicate your results.**

Well, by choosing the optimal k=1 using cross validation by calculating the min error, the specificity of the models (identifying no in these cases) has increased drastically from 18% to 47%. Also, KNN model outperforms the Logistic Regression model in this case when considering the overall accuracy and both predictive values. It’s especially more capable of correctly classifying false negatives, where the Logistic Regression model is struggling. However, both models exhibit a large difference between sensitivity and specificity. The No Information Rate also suggests that the model accuracy is significantly better than this rate, as indicated by the P-Value

, which is small (0.012575). It means that the model has significantly predicted higher no of times for both the classes instead of randomly predicting class 0 being true. KNN does seem to have an edge here when compared to Logistic regression.

Part 4: Tree Based Model (15 points)

1. **Apply one of the following models to your training data: *Random Forrest, Bagging or Boosting***

df[,"y"]=ifelse(df[,"y"] == "yes", 1, 0)  
  
separator = sample(1:2,size=nrow(df), prob=c(0.80, 0.20), replace=TRUE)   
train=df[separator == 1, ]  
test=df[separator == 2, ]  
  
numericalColumnsTrain <- sapply(train, is.numeric)  
  
# Subset the dataset to include only numerical columns  
train\_numeric\_only <- train[, numericalColumnsTrain]  
  
library(gbm)

## Warning: package 'gbm' was built under R version 4.3.3

## Loaded gbm 2.1.9

## This version of gbm is no longer under development. Consider transitioning to gbm3, https://github.com/gbm-developers/gbm3

set.seed(45)  
model.boos <- gbm(formula = y ~ .-duration, distribution="bernoulli", data=train\_numeric\_only, n.trees = 10000)  
print(model.boos)

## gbm(formula = y ~ . - duration, distribution = "bernoulli", data = train\_numeric\_only,   
## n.trees = 10000)  
## A gradient boosted model with bernoulli loss function.  
## 10000 iterations were performed.  
## There were 9 predictors of which 9 had non-zero influence.

we have filtered the train and test for numeric data only to perform boosting because it inherently handle numerical inputs for their split decisions in the trees that they construct during the learning process. Each decision node in a tree represents a single feature, and the algorithm determines the best threshold for splitting the data into two groups to minimize the loss function.

summary(model.boos)
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## var rel.inf  
## age age 23.9343432  
## euribor3m euribor3m 20.4322942  
## cons.conf.idx cons.conf.idx 19.3307934  
## cons.price.idx cons.price.idx 11.4594300  
## nr.employed nr.employed 9.5153164  
## pdays pdays 8.5498342  
## emp.var.rate emp.var.rate 3.4126372  
## previous previous 2.9362452  
## campaign campaign 0.4291062

We have selected numeric columns only for gradient descent boosting to determine how well they explain the target variable ‘y’. It says all the 10 numeric predictors had influence on the target variable in the 1000 iterations. Later we have generated the model summary as shown in the image. It shows that consumer price index and the number of days passed since the last contact to the client are more relevant when determining the likelihood of a client subscribing to a term deposit It also shows that no of time time the client was contacted during this campaign are irrelevant.

1. **Obtain the confusion matrix and compute the testing error rate based on your chosen tree based model.**

#performing similar preliminary steps for test dataset as well  
  
# Identify numerical columns  
numericalColumnsTest <- sapply(test, is.numeric)  
  
# Subset the dataset to include only numerical columns  
test\_numeric\_only <- test[, numericalColumnsTest]  
  
test\_numeric\_only$binary <- as.numeric(as.character(test$y))  
  
#Obtaining Predictions and Computing the Test Error Rate  
pred.boost=predict(model.boos, newdata=test\_numeric\_only,n.trees=10000, distribution="bernoulli", type="response")  
  
head(pred.boost)

## [1] 0.03757157 0.04595555 0.05065403 0.06448122 0.04906312 0.02553918

boostpred=ifelse(pred.boost < 0.5, 0, 1)  
head(boostpred)

## [1] 0 0 0 0 0 0

The head(pred.boost) output has shown the first six predicted probabilities of the positive class (1). These values are between 0 and 1, representing the probability of the positive outcome as predicted by the model. when we round them up in the head(boostpred) we can see that the first six predictions made by the model are 0’s

cmb=confusionMatrix(factor(test\_numeric\_only[,"binary"]), factor(boostpred))  
cmb

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 727 18  
## 1 64 21  
##   
## Accuracy : 0.9012   
## 95% CI : (0.8789, 0.9207)  
## No Information Rate : 0.953   
## P-Value [Acc > NIR] : 1   
##   
## Kappa : 0.2932   
##   
## Mcnemar's Test P-Value : 6.715e-07   
##   
## Sensitivity : 0.9191   
## Specificity : 0.5385   
## Pos Pred Value : 0.9758   
## Neg Pred Value : 0.2471   
## Prevalence : 0.9530   
## Detection Rate : 0.8759   
## Detection Prevalence : 0.8976   
## Balanced Accuracy : 0.7288   
##   
## 'Positive' Class : 0   
##

# Calculate and print testing error rate  
error\_rate <- 1 - cmb$overall['Accuracy']  
print(paste("Gradient Descent Boosting testing error",error\_rate))

## [1] "Gradient Descent Boosting testing error 0.0987951807228916"

An accuracy of approximately 91.34% indicates that the majority of predictions match the actual outcomes. This model has specificity of 68.33% of actual negatives (class 1) were correctly identified, which is still moderate and suggests room for improvement in correctly predicting class 1. the model overall accuracy is 79.84% which is decent performance considering how imbalanced the data was.

ntree.oob.opt=gbm.perf(model.boos, method="OOB", oobag.curve=TRUE)

## OOB generally underestimates the optimal number of iterations although predictive performance is reasonably competitive. Using cv\_folds>1 when calling gbm usually results in improved predictive performance.
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set.seed(45)  
model.boos.cv <- gbm(y ~ .,   
 distribution = "bernoulli",   
 train\_numeric\_only,n.trees = 10000,  
 cv.folds = 3)  
ntree.cv.opt=gbm.perf(model.boos.cv, method="cv")
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print(paste0("Optimal ntrees (OOB Estimate): ", ntree.oob.opt))

## [1] "Optimal ntrees (OOB Estimate): 153"

print(paste0("Optimal ntrees (CV Estimate): ", ntree.cv.opt))

## [1] "Optimal ntrees (CV Estimate): 225"

So, to mitigate this we have performed both OOB and Cross validation to estimate the optimal number of trees required for this boosting model. It has shown that only 225 trees produced by the CV estimate and 153 trees produced by the OOB estimate are required to get the best predictions on the test dataset, so to find which one among them gave us more accuracy and specificity, we ran the gradient descent boosting models again.

#optimal trees model  
model.boos <- gbm(formula = y ~ .-duration, distribution="bernoulli", data=train\_numeric\_only, n.trees = ntree.oob.opt)  
print(model.boos)

## gbm(formula = y ~ . - duration, distribution = "bernoulli", data = train\_numeric\_only,   
## n.trees = ntree.oob.opt)  
## A gradient boosted model with bernoulli loss function.  
## 153 iterations were performed.  
## There were 9 predictors of which 9 had non-zero influence.

#optimal trees model  
model.boos.cv <- gbm(formula = y ~ .-duration, distribution="bernoulli", data=train\_numeric\_only, n.trees = ntree.cv.opt)  
print(model.boos)

## gbm(formula = y ~ . - duration, distribution = "bernoulli", data = train\_numeric\_only,   
## n.trees = ntree.oob.opt)  
## A gradient boosted model with bernoulli loss function.  
## 153 iterations were performed.  
## There were 9 predictors of which 9 had non-zero influence.

pred.1=predict(object = model.boos,   
 newdata = test\_numeric\_only,  
 n.trees = ntree.oob.opt)  
pred.2=predict(object = model.boos.cv,   
 newdata = test\_numeric\_only,  
 n.trees = ntree.cv.opt)  
head(pred.1)

## [1] -2.957978 -2.930387 -2.971041 -2.957978 -2.930387 -2.978347

boostpred.oob=ifelse(pred.1 < 0.5, 0, 1)  
head(boostpred.oob)

## [1] 0 0 0 0 0 0

head(pred.2)

## [1] -3.015180 -3.004894 -3.006718 -2.962027 -2.951741 -3.095696

boostpred.cv=ifelse(pred.2 < 0.5, 0, 1)  
head(boostpred.cv)

## [1] 0 0 0 0 0 0

#confusion matrix for the optimal model  
cmbo=confusionMatrix(factor(test\_numeric\_only[,"y"]), factor(boostpred.oob))  
cmbo

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 742 3  
## 1 73 12  
##   
## Accuracy : 0.9084   
## 95% CI : (0.8867, 0.9272)  
## No Information Rate : 0.9819   
## P-Value [Acc > NIR] : 1   
##   
## Kappa : 0.2159   
##   
## Mcnemar's Test P-Value : 2.476e-15   
##   
## Sensitivity : 0.9104   
## Specificity : 0.8000   
## Pos Pred Value : 0.9960   
## Neg Pred Value : 0.1412   
## Prevalence : 0.9819   
## Detection Rate : 0.8940   
## Detection Prevalence : 0.8976   
## Balanced Accuracy : 0.8552   
##   
## 'Positive' Class : 0   
##

# Calculate and print testing error rate for the optimal model  
error\_rate <- 1 - cmbo$overall['Accuracy']  
print(paste("Gradient Descent Boosting optimal OOB model testing error",error\_rate))

## [1] "Gradient Descent Boosting optimal OOB model testing error 0.091566265060241"

#confusion matrix for the optimal model  
cmbv=confusionMatrix(factor(test\_numeric\_only[,"y"]), factor(boostpred.cv))  
cmbv

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 740 5  
## 1 73 12  
##   
## Accuracy : 0.906   
## 95% CI : (0.8841, 0.925)  
## No Information Rate : 0.9795   
## P-Value [Acc > NIR] : 1   
##   
## Kappa : 0.2083   
##   
## Mcnemar's Test P-Value : 3.293e-14   
##   
## Sensitivity : 0.9102   
## Specificity : 0.7059   
## Pos Pred Value : 0.9933   
## Neg Pred Value : 0.1412   
## Prevalence : 0.9795   
## Detection Rate : 0.8916   
## Detection Prevalence : 0.8976   
## Balanced Accuracy : 0.8080   
##   
## 'Positive' Class : 0   
##

# Calculate and print testing error rate for the optimal model  
error\_rate <- 1 - cmbv$overall['Accuracy']  
print(paste("Gradient Descent Boosting optimal CV testing error",error\_rate))

## [1] "Gradient Descent Boosting optimal CV testing error 0.0939759036144578"

As explained by these optimal model test results we can see that it has produced 71% specificity and 81.4% of balanced accuracy. The total testing error stands at 9.5% which shows that it has failed quite less and it stands similarly among the other previous models.

library(pROC)  
# Compare AUC   
auc1=auc(test\_numeric\_only$y,pred.1) #OOB

## Setting levels: control = 0, case = 1

## Setting direction: controls < cases

auc2=auc(test\_numeric\_only$y,pred.2) #CV

## Setting levels: control = 0, case = 1  
## Setting direction: controls < cases

print(paste0("Test set AUC (OOB): ", round(auc1,4)))

## [1] "Test set AUC (OOB): 0.76"

print(paste0("Test set AUC (CV): ", round(auc2,4)))

## [1] "Test set AUC (CV): 0.7606"

To further check we computed AUC for both these models. Here, both AUC values are quite close, suggesting that the model’s performance is consistent across different methods of evaluation. An AUC of 0.76 indicates that the model has a good ability to discriminate between the positive class (case = 1) and the negative class (control = 0). In the context of a ROC curve, this means that there is a 76% chance that the model will be able to distinguish between a randomly chosen positive instance and a randomly chosen negative instance.

1. **Explain your choices and communicate your results.**

Both the randomly chosen and the optimised boosting models have performed singificantly better than the previous models in terms of specificity and balanced accuracy. The optimised model has performed slightly better than the randomly chosen number of trees models which is to be considered. One thing that we should be aware of is the No information rate is better at identifying the classes than this model. (Its representative by the P-Value : 1). This straight away rejects the null hypothesis because P-value = 1, suggesting that there is no statistical evidence from this test that the model is performing better than the NIR.

Part 5: SVM (15 points)

1. **Apply a SVM model to your training data.**

set.seed(45)  
library(e1071)

## Warning: package 'e1071' was built under R version 4.3.2

#test and train split:  
df[, "train"] = ifelse(runif(nrow(df))<.8, 1, 0)  
train\_svm <- df[df$train == 1, ]  
test\_svm <- df[df$train == 0, ]  
#find index of "train" column  
index <- grep("train", names(df))  
#remove "train" column from train and test dataset  
train\_svm <- train\_svm[, -index]  
test\_svm <- test\_svm[, -index]  
  
#build svm model, setting required parameters  
svm\_model<- svm(y ~ . -age - education - default - loan - previous - cons.price.idx - euribor3m - duration, data = train\_svm, type = "C-classification", kernel = "linear", scale = FALSE, cost=0.1)  
svm\_model

##   
## Call:  
## svm(formula = y ~ . - age - education - default - loan - previous -   
## cons.price.idx - euribor3m - duration, data = train\_svm, type = "C-classification",   
## kernel = "linear", cost = 0.1, scale = FALSE)  
##   
##   
## Parameters:  
## SVM-Type: C-classification   
## SVM-Kernel: linear   
## cost: 0.1   
##   
## Number of Support Vectors: 590

in the next step we have performed SVM using the similar set of predictors used in logistic regression and KNN. Initially we have used a linear kernel, where algorithm will attempt to separate the classes with a straight line or a hyperplane. It works well when the data is linearly separable. The parameter cost is set ti 0.1 to assign relatively low penalty for misclassification.

train\_svm$y = as.factor(train\_svm$y)  
svm\_plot=ggplot(data = train\_svm, aes(x = age, y = duration, color = y)) +   
 geom\_point() +   
 scale\_color\_manual(values = c("red", "blue")) +   
 geom\_point(data = train\_svm[svm\_model$index, ], aes(x = age, y = duration), color = "lavender", size = 4, alpha = 0.5)  
  
svm\_plot
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This is svm\_plot which is the scatter plot that visualizes the relationship between age and duration with the points colored according to the y class, if we can see the plot, there is a significant overlap between the class variables, large overlap between the two classes in terms of both age and duration possibly indicating that these two features alone may not be strong discriminators between the two classes for this SVM model.

svm\_radial<- svm(y ~ . -age - education - default - loan - previous - cons.price.idx - euribor3m - duration, data = train\_svm, type = "C-classification", kernel = "radial", scale = TRUE)  
svm\_radial

##   
## Call:  
## svm(formula = y ~ . - age - education - default - loan - previous -   
## cons.price.idx - euribor3m - duration, data = train\_svm, type = "C-classification",   
## kernel = "radial", scale = TRUE)  
##   
##   
## Parameters:  
## SVM-Type: C-classification   
## SVM-Kernel: radial   
## cost: 1   
##   
## Number of Support Vectors: 961

performing svm radial as well because the RBF kernel is more flexible than the linear kernel. It can handle situations where the boundary between classes is not a straight line. The RBF kernel uses a parameter called gamma, which defines how far the influence of a single training example reaches.

1. **Calculate the confusion matrix using the testing data.**

#compute test accuracy  
pred\_linear <- predict(svm\_model, test\_svm)

pred\_radial=predict(svm\_radial,test\_svm)

test\_svm$y <- factor(test\_svm$y)  
levels(test\_svm$y)

## [1] "0" "1"

#linear model CF  
cmsv1 <- confusionMatrix(data = pred\_linear, reference = test\_svm$y)  
cmsv1

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 732 76  
## 1 7 14  
##   
## Accuracy : 0.8999   
## 95% CI : (0.8774, 0.9195)  
## No Information Rate : 0.8914   
## P-Value [Acc > NIR] : 0.2361   
##   
## Kappa : 0.2202   
##   
## Mcnemar's Test P-Value : 8.395e-14   
##   
## Sensitivity : 0.9905   
## Specificity : 0.1556   
## Pos Pred Value : 0.9059   
## Neg Pred Value : 0.6667   
## Prevalence : 0.8914   
## Detection Rate : 0.8830   
## Detection Prevalence : 0.9747   
## Balanced Accuracy : 0.5730   
##   
## 'Positive' Class : 0   
##

#radial model CF  
cmsv2 <- confusionMatrix(data = pred\_radial, reference = test\_svm$y)  
cmsv2

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 730 78  
## 1 9 12  
##   
## Accuracy : 0.8951   
## 95% CI : (0.8722, 0.9151)  
## No Information Rate : 0.8914   
## P-Value [Acc > NIR] : 0.3953   
##   
## Kappa : 0.1826   
##   
## Mcnemar's Test P-Value : 3.091e-13   
##   
## Sensitivity : 0.9878   
## Specificity : 0.1333   
## Pos Pred Value : 0.9035   
## Neg Pred Value : 0.5714   
## Prevalence : 0.8914   
## Detection Rate : 0.8806   
## Detection Prevalence : 0.9747   
## Balanced Accuracy : 0.5606   
##   
## 'Positive' Class : 0   
##

From your output, both models have high sensitivity (above 98%), indicating they are good at identifying the ‘positive’ class (class “0”). However, the specificity is very low for both models (15.56% and 13.33%), suggesting that they struggle to correctly identify the ‘negative’ class (class “1”). The low specificity also drags down the balanced accuracy to around 57%, which is not very high.

In terms of which model performed better, it seems that the first model with linear kernel has slightly higher overall accuracy and balanced accuracy. However, both models do not perform the worst among all in terms of balanced accuracy, due to the low specificity.

set.seed (45)  
tune.radial=tune(svm, y~. -age - education - default - loan - previous - cons.price.idx - euribor3m - duration, data=train\_svm,  
 kernel ="radial",  
 type = "C-classification",  
 ranges =list(cost=c(0.1,1,10,100, 1000),  
 gamma=c(0.5,1,2,3,4)))  
  
summary(tune.radial)

##   
## Parameter tuning of 'svm':  
##   
## - sampling method: 10-fold cross validation   
##   
## - best parameters:  
## cost gamma  
## 1 0.5  
##   
## - best performance: 0.1045593   
##   
## - Detailed performance results:  
## cost gamma error dispersion  
## 1 1e-01 0.5 0.1097264 0.009659726  
## 2 1e+00 0.5 0.1045593 0.010741526  
## 3 1e+01 0.5 0.1246201 0.011815505  
## 4 1e+02 0.5 0.1361702 0.010509668  
## 5 1e+03 0.5 0.1358663 0.012077579  
## 6 1e-01 1.0 0.1097264 0.009659726  
## 7 1e+00 1.0 0.1100304 0.013802947  
## 8 1e+01 1.0 0.1261398 0.010553529  
## 9 1e+02 1.0 0.1276596 0.009823059  
## 10 1e+03 1.0 0.1276596 0.009823059  
## 11 1e-01 2.0 0.1097264 0.009659726  
## 12 1e+00 2.0 0.1121581 0.011854536  
## 13 1e+01 2.0 0.1249240 0.011854536  
## 14 1e+02 2.0 0.1249240 0.011854536  
## 15 1e+03 2.0 0.1249240 0.011854536  
## 16 1e-01 3.0 0.1097264 0.009659726  
## 17 1e+00 3.0 0.1133739 0.011644860  
## 18 1e+01 3.0 0.1246201 0.011902067  
## 19 1e+02 3.0 0.1246201 0.011902067  
## 20 1e+03 3.0 0.1246201 0.011902067  
## 21 1e-01 4.0 0.1097264 0.009659726  
## 22 1e+00 4.0 0.1133739 0.011644860  
## 23 1e+01 4.0 0.1234043 0.011745797  
## 24 1e+02 4.0 0.1234043 0.011745797  
## 25 1e+03 4.0 0.1234043 0.011745797

performed svm radial tuning to see the best tuning for the hyperparameters. According to the error rate, is achieved with a cost of 1 and gamma of 0.5, resulting in the lowest error rate of approximately 0.1046 (or 10.46%).

#linear model accuracy  
mean(pred\_linear == test\_svm$y)

## [1] 0.8998794

#radial model accuracy  
mean(pred\_radial==test\_svm$y)

## [1] 0.8950543

#bestmod model accuracy  
bestmod=tune.radial$best.model  
pred\_test2=predict(bestmod, test\_svm)  
mean(pred\_test2 == test\_svm$y)

## [1] 0.8974668

1. **Explain your choices and communicate your results.**

Overall, the calculated the accuracy for each model - linear SVM, radial SVM, and the best tuned radial SVM model. The accuracies are close, with the tuned radial SVM being slightly better than the other two. This suggests that the parameter tuning process did manage to find a better performing model on the test data than the default settings of either the linear or radial models. However, the difference is so minor, possibly due to complexity of the model tuning process as it quite signifies the increase in performance to such minor extent.

Part 6: Conclusion (20 points)

1. **(10 points) Based on the different classification models, which one do you think is the best model to predict y? Please consider the following in your response:**
   * Accuracy/error rates

generally regarding the comparison of Error Rates: Direct comparison of testing error rates among different models can be used to assess which model predicts most accurately. Lower testing error rates are generally preferable, So overall all the models have relatively close testing error rate values which speak about the overall accuracies of all the models suggesting that all have performed decently. Balance Between Sensitivity and Specificity: It’s also important to consider the balance between sensitivity (true positive rate) and specificity (true negative rate) in the testing errors. Depending on the application, a slightly higher testing error might be acceptable if the model achieves a significantly better sensitivity or specificity. Boositing has outperformed all other models in this case. Contextual Performance: Testing error alone is not the end-all metric. The impact of false positives and false negatives can be drastically different in real-world scenarios. In the case of all the models that have been ran: Logistic regression and LDA showed decent performance, but depending on the complexities of the dataset, they might not capture all the nuances. KNN is very sensitive to the value of k and the distance metric used. Its performance can vary greatly with these parameters. SVM is a strong classifier, especially with a suitable kernel like the radial basis function. However, it requires careful parameter tuning to achieve optimal performance. Boosting typically shows good performance on a variety of datasets due to its iterative approach that focuses on correcting the mistakes of previous models. so probably this is the case why boosting has such low overall error rates.

- Do you think you can improve the model by adding any other information?

Boosting, particularly gradient boosting, is a powerful technique that can produce highly accurate models, especially for complex datasets with non-linear patterns. Here’s why boosting might be outperforming the other models in your case: Model Complexity: Boosting builds a model in stages, and it generalizes well by combining the output of many “weak learners” to form a strong learner. This iterative process can capture complex patterns in the data, which might be missed by simpler models like linear regression or even SVM with linear kernel. Handling Imbalanced Data: Boosting can be particularly effective on imbalanced datasets. It focuses more on the difficult cases and can handle the nuances of the minority class better than some other algorithms. Reduction of Variance and Bias: By sequentially applying weak models to modified versions of the data, boosting reduces both the bias and variance, which can lead to improved model performance. In contrast, models like SVM might not handle both bias and variance as effectively without careful tuning. Non-Linearity: The dataset seems to contain non-linear relationships that are not well-captured by linear models. Boosting, with its flexibility, can better model these non-linear interactions. since boosting has performed very well, there is only 1 way we could think of to further improve the model even more by performing feature Engineering. Here more predictive features could improve model performance. This might include creating interaction terms, polynomial features, or aggregating features if you have temporal or spatial data.

1. **(10 points) What are your learning outcomes for this assignment? Please focus on your learning outcomes in terms of statistical learning, model interpretations, and R skills - it is up to you to include this part in your presentation or not.**

As always, there is no particular go to model that we can say absolutely its the best. because there are so many factors influecing the classification starting from the choice of the dataset which has huge influence- the dataset complexity, multicollinearity betwen predictors, imbalance before and/or after test train split, type of sampling techniques used, even the seed value we choose give us lay additional influence on the analyis and the results produced. while working we had to iterate through so many ways to see and understand why the model is performing in that particular way. in that process we have learnt the structure of the dataset is also important. how the variables are distributed and how they influence each other and the target variable. So performing preliminary steps helped us understand and fine tune the models we have got for every part. An additional step of comparision with other counterparts such as models and accuracies helped us gain insights on what to inerpret on the basis of explaining how the predictors are influencing the target variable. In terms of R skills which was quite new to use when we have started this course, we have come far along in terms of the programming language skill. Now we are able to write decent level code with some complexitiy without relying on external help that much. The process followed for every part in these classifications models is relatively same. so it was easy for us and it helped us give more time for analysis and less time spend on writing code and tuning it.